**19Z310-DATA STRUCTURES LABORATORY**

**Sreeraghavan R**

(22z261)

(Batch: 2022-2026)

**BACHELOR OF ENGINEERING**

**Branch: COMPUTER SCIENCE AND ENGINEERING**

![](data:image/png;base64,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)

**PSG COLLEGE OF TECHNOLOGY**

(Autonomous Institution)

COIMBATORE - 641 004

**PSG COLLEGE OF TECHNOLOGY**

(Autonomous Institution)

COIMBATORE - 641 004

**19Z310 – DATA STRUCTURES LABORATORY**

Bona fide record of work done by

Sreeraghavan R

(22z261)

Dissertation submitted in partial fulfilment of the requirements for the degree of

BACHELOR OF ENGINEERING

Branch: COMPUTER SCIENCE AND ENGINEERING

of Anna University

………………….. Dr. S. Lovelyn Rose

Faculty In-charge

Certified that the candidate was examined in the viva-voce examination held on …………..

………………….. ……..…………………

(Internal Examiner) (External Examiner)

**19Z310-DATA STRUCTURES LABORATORY**

**LAB EXPERIMENTS**

**NAME :** Sreeraghavan R **ROLL NO:** 22z261

**CLASS :**B.E. CSE - G1 **BATCH:** 2022-2026

**TABLE OF CONTENTS**

|  |  |  |
| --- | --- | --- |
| S.No. | Title | Page No |
|  | **Stacks** | 3 |
|  | **Queues** | 9 |
|  | **Deque** | 13 |
|  | **Priority Queue** | 18 |
|  | **Binary Search Tree** | 20 |
|  | **Heaps** | 26 |
|  | **AVL Trees** | 31 |
|  | **Expression Trees** | 34 |
|  | **Graphs** | 36 |
|  | **Leet Code Problems** | 40 |
|  | **CA2 Report** | 44 |

# Stacks:

## Implementation of Stack using array:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

void **peek**(int\* array,int top){

**printf**("%d\n",array[top]);

}

int **push**(int\* arr,int size,int top,int val){

    if(++top<=size){

        arr[top] = val;

        return top;

    }

**printf**("Stack Overflow\n");

    return top;

}

int **pop**(int\* arr,int\* top){

    if((\*top)<0){

**printf**("Stack Overflow");

        return \*top;

    }

    int temp = arr[\*top];

    (\*top)--;

    return temp;

}

void **display**(int\* arr,int top){

    for(int i = 0;i<=top;i++) **printf**("%d ",arr[i]);

**printf**("\n");

}

## Implementation of Stack using Linked Lists:

#include <stdlib.h>

#include <stdio.h>

#include <stdbool.h>

struct **node**{

    int data;

    struct **node**\* below;

};

typedef struct **node** **node**;

int **isEmpty**(**node**\* s){

    return !s;

}

**node**\* **getNode**(int val){

**node**\* newNode = (**node** \*)**malloc**(sizeof(**node**));

    newNode->data = val;

    newNode->below = **NULL**;

    return newNode;

}

**node**\* **push**(**node**\* s,int val){

**node**\* new = **getNode**(val);

    new->below = s;

    return new;

}

void **print**(**node**\* s){

**node**\* iter = s;

    while(iter){

**printf**("%d ",iter->data);

        iter = iter->below;

    }

}

int **pop**(**node**\* s){

    if(**isEmpty**(s)){

**printf**("UNDERFLOW\n");

        return -999999;

    }

    int tbReturned = s->data;

    s = s->below;

    return tbReturned;

}

## Infix to Postfix:

int **intPeek**(int\* array,int top){

    return array[top];

}

int **intPush**(int\* arr,int size,int top,float val){

    if(++top<=size){

        arr[top] = val;

        return top;

    }

**printf**("Stack Overflow\n");

    return top;

}

int **intPop**(int\* arr,int\* top){

    if((\*top)<0){

**printf**("Stack Overflow");

        return \*top;

    }

    int temp = arr[\*top];

    (\*top)--;

    return temp;

}

int **precedence**(char c){

    switch(c){

        case '+':

        case '-':

            return 1;

        case '\*':

        case '/':

            return 2;

        default:

            return -1;

    }

}

int **isOperator**(char c){

    switch(c){

        case '+':

        case '-':

        case '\*':

        case '/':

            return 1;

        default:

            return 0;

    }

}

float\* **conversion**(char\* exp){

    int size = **strlen**(exp);

    int stk[size];

    int i = 0;

    int top = -1;

    while(exp[i] != '\0'){

*//for number*

        if(exp[i] > 47 && exp[i] < 58){

            int num = 0;

            while(exp[i] != ' '){

                num \*= 10;

                num += exp[i]-48;

                i++;

            }

**printf**("%d ",num);

        }

        if(exp[i] == '('){

            top = **intPush**(stk,size,top,exp[i]);

        }

        if(exp[i] == ')'){

            while(**intPeek**(stk,top) != '(') **printf**("%c ",**intPop**(stk,&top));

**intPop**(stk,&top);

        }

        if(**isOperator**(exp[i])){

            while(**precedence**(**intPeek**(stk,top)) >= **precedence**(exp[i])) **printf**("%c ",**intPop**(stk,&top));

            top = **intPush**(stk,size,top,exp[i]);

        }

        i++;

    }

}

## Evaluation of Postfix:

float **floatPeek**(float\* array,int top){

    return array[top];

}

int **floatPush**(float\* arr,int size,int top,float val){

    if(++top<=size){

        arr[top] = val;

        return top;

    }

**printf**("Stack Overflow\n");

    return top;

}

float **floatPop**(float\* arr,int\* top){

    if((\*top)<0){

**printf**("Stack Overflow");

        return \*top;

    }

    float temp = arr[\*top];

    (\*top)--;

    return temp;

}

void **floatDisplay**(float\* arr,int top){

    for(int i = 0;i<=top;i++) **printf**("%f ",arr[i]);

**printf**("\n");

}

void **charDisplay**(int\* arr,int top){

    for(int i = 0;i<=top;i++) **printf**("%c ",arr[i]);

**printf**("\n");

}

void **evalPostFix**(char\* exp){

    int i = 0;

    float op1,op2;

    int size = **strlen**(exp);

    float array[size];

    int top = -1;

    while(exp[i] != '\0'){

*//for number*

        if(exp[i] > 47 && exp[i] < 58){

            int num = 0;

            while(exp[i] != ' '){

                num \*= 10;

                num += exp[i]-48;

                i++;

            }

            top = **floatPush**(array,size,top,num);

        }

*//+*

        if(exp[i] == 43){

            op2 = **floatPop**

        (array,&top);

            op1 = **floatPop**

        (array,&top);

            float temp = op1 + op2;

            top = **floatPush**(array,size,top,temp);

        }

*//-*

        if(exp[i] == 45){

            op2 = **floatPop**

        (array,&top);

            op1 = **floatPop**

        (array,&top);

            float temp = op1 - op2;

            top = **floatPush**(array,size,top,temp);

        }

*//\**

        if(exp[i] == 42){

            op2 = **floatPop**

        (array,&top);

            op1 = **floatPop**

        (array,&top);

            float temp = op1 \* op2;

            top = **floatPush**(array,size,top,temp);

        }

*///*

        if(exp[i] == 47){

            op2 = **floatPop**

        (array,&top);

            op1 = **floatPop**

        (array,&top);

            float temp = op1 / op2;

            top = **floatPush**(array,size,top,temp);

        }

        i++;

**floatDisplay**(array,top);

    }

}

# Queue:

## Implementation of Queue using Arrays:

#include <stdio.h>

#include <stdlib.h>

void **enqueue**(int\* q, int \*front, int \*rear, int size, int val){

    if(\*front == -1){

        \*front = 0;

        q[++(\*rear)] = val;

        return;

    }

    if((\*rear == size-1 && \*front == 0)|| \*rear == \*front-1){

**printf**("OVERFLOW\n");

        return;

    }

    if(\*rear == size-1){

      \*rear = 0;

      q[0] = val;

      return;

    }

    q[++(\*rear)] = val;

}

int **dequeue**(int\* q, int \*front, int \*rear, int size){

   if(\*front == -1){

**printf**("UNDERFLOW");

   }

   if(\*front == \*rear){

      \*front = \*rear = -1;

   }

   return q[(\*front)++];

}

void **display**(int \*arr,int \*front , int \*rear,int size){

**printf**("Size is %d\n",size);

   if(\*front ==-1 && \*rear ==-1){

**printf**("the list is empty ....! ");

      return ;

   }

   if(\*rear<\*front){

      for(int i=\*front;i<size;i++){

**printf**("%d ",arr[i]);

      }

      for(int i=0;i<=\*rear;i++){

**printf**("%d ",arr[i]);

      }

**printf**("\n");

      return;

   }

   else{

      for(int i=\*front;i<=\*rear;i++){

**printf**("%d ",arr[i]);

      }

      return;

   }

}

## Implementation of Queue using Linked Lists:

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

struct **node**{

    int data;

    struct **node**\* next;

};

struct **Queue**{

    struct **node**\* front;

    struct **node**\* rear;

};

typedef struct **node** **node**;

typedef struct **Queue** **Queue**;

**node**\* **createNode**(int val){

**node**\* new = (**node**\*)**malloc**(sizeof(**node**));

    new->data = val;

    new->next = **NULL**;

    return new;

}

**Queue**\* **createQueue**(){

**Queue**\* new = (**Queue**\*)**malloc**(sizeof(**Queue**));

    new->front = new->rear = **NULL**;

    return new;

}

**bool** **isEmpty**(**Queue**\* queue){

    return !queue->front;

}

void **enqueue**(**Queue**\* queue,int val){

*//queue is empty*

    if(**isEmpty**(queue)){

        queue->front = queue->rear = **createNode**(val);

        return;

    }

*//not empty*

**node**\* new = **createNode**(val);

    queue->rear->next = new;

    queue->rear = queue->rear->next;

}

int **dequeue**(**Queue**\* queue){

*//queue is empty*

    if(**isEmpty**(queue)){

**printf**("UNDERFLOW\n");

        return -999999;

    }

*//not empty*

**node**\* temp = queue->front;

    int tbReturned = temp->data;

    queue->front = queue->front->next;

    return tbReturned;

}

int **front**(**Queue**\* queue){

    if(**isEmpty**(queue)){

**printf**("EMPTY QUEUE\n");

        return -999999;

    }

    return queue->front->data;

}

void **displayQueue**(**Queue**\* queue){

    if(**isEmpty**(queue)){

**printf**("EMPTY QUEUE\n");

        return;

    }

**node**\* iter = queue->front;

    while(iter){

**printf**("%d-->",iter->data);

        iter = iter->next;

    }

**printf**("NULL\n");

}

void **printFront**(**Queue**\* queue){

**printf**("%d\n",**front**(queue));

}

# Deque:

## Implementation of Deque with Arrays:

#include <stdio.h>

#include <stdlib.h>

void **enqueue\_front**(int \*queue, int \*front, int \*rear, int data, int size){

*// empty check*

    if (\*front == -1 && \*rear == -1)

    {

        queue[0] = data;

        \*front = 0;

        \*rear = 0;

        return;

    }

*//overflow*

    if((\*front == 0 && \*rear == size - 1) || (\*front - \*rear == 1)){

**printf**("Overflow!\n");

        return;

    }

*// not overflow, but front is at start*

    if(\*front == 0){

        \*front = size - 1;

        queue[\*front] = data;

        return;

    }

*// normal case*

    queue[--(\*front)] = data;

}

void **enqueue\_rear**(int \*queue, int \*front, int \*rear, int data, int size){

*// empty check*

    if (\*front == -1 && \*rear == -1)

    {

        queue[0] = data;

        \*front = 0;

        \*rear = 0;

        return;

    }

*//overflow*

    if((\*front == 0 && \*rear == size - 1) || (\*front - \*rear == 1)){

**printf**("Overflow!\n");

        return;

    }

*// not overflow, but rear is at end*

    if(\*rear == size - 1){

        \*rear = 0;

        queue[\*rear] = data;

        return;

    }

*// normal case*

    queue[++(\*rear)] = data;

}

int **dequeue\_front**(int \*queue, int \*front, int \*rear, int size){

*// empty check*

    if (\*front == -1 && \*rear == -1)

    {

**printf**("Empty queue\n");

        return -999999;

    }

*// one element*

    if (\*front == \*rear)

    {

        int data = queue[\*front];

        \*front = -1;

        \*rear = -1;

        return data;

    }

*// front at end*

    if (\*front == size - 1)

    {

        int data = queue[\*front];

        \*front = 0;

        return data;

    }

*//normal case*

    return queue[(\*front)++];

}

int **dequeue\_rear**(int \*queue, int \*front, int \*rear, int size){

*// empty check*

    if (\*front == -1 && \*rear == -1)

    {

**printf**("Empty queue\n");

        return -999999;

    }

*// one element*

    if (\*front == \*rear)

    {

        int data = queue[\*front];

        \*front = -1;

        \*rear = -1;

        return data;

    }

*// rear at start*

    if (\*rear == 0)

    {

        int data = queue[\*rear];

        \*rear = size - 1;

        return data;

    }

*//normal case*

    return queue[(\*rear)--];

}

void **printArray**(int \* arr, int front, int rear, int size){

    if (front == -1 && rear == -1)

    {

**printf**("Empty queue\n");

        return;

    }

    if (rear < front)

    {

        for (int i = front; i < size; i++)

        {

**printf**("%d\t", arr[i]);

        }

        for (int i = 0; i <= rear; i++)

        {

**printf**("%d\t", arr[i]);

        }

**printf**("\n");

        return;

    }

    for (int i = front; i <= rear; i++)

    {

**printf**("%d\t", arr[i]);

    }

**printf**("\n");

}

## Implementation of Deque with Linked Lists:

#include <stdio.h>

#include <stdlib.h>

struct **node** {

    int data;

    struct **node**\* prev;

    struct **node**\* next;

};

typedef struct **node** **node**;

struct **Deque** {

**node**\* front;

**node**\* rear;

};

typedef struct **Deque** **Deque**;

**node**\* **createNode**(int data) {

**node**\* newNode = (**node**\*)**malloc**(sizeof(**node**));

    newNode->data = data;

    newNode->prev = **NULL**;

    newNode->next = **NULL**;

    return newNode;

}

**Deque**\* **createDeque**() {

**Deque**\* deque = (**Deque**\*)**malloc**(sizeof(**Deque**));

    deque->front = **NULL**;

    deque->rear = **NULL**;

    return deque;

}

int **isEmpty**(**Deque**\* deque) {

    return (deque->front == **NULL**);

}

void **insertFront**(**Deque**\* deque, int data) {

**node**\* newNode = **createNode**(data);

    if (**isEmpty**(deque)) {

        deque->front = newNode;

        deque->rear = newNode;

    } else {

        newNode->next = deque->front;

        deque->front->prev = newNode;

        deque->front = newNode;

    }

}

void **insertRear**(**Deque**\* deque, int data) {

**node**\* newNode = **createNode**(data);

    if (**isEmpty**(deque)) {

        deque->front = newNode;

        deque->rear = newNode;

    } else {

        newNode->prev = deque->rear;

        deque->rear->next = newNode;

        deque->rear = newNode;

    }

}

void **deleteFront**(**Deque**\* deque) {

    if (**isEmpty**(deque)) {

**printf**("UNDERFLOW\n");

    } else {

**node**\* temp = deque->front;

        deque->front = deque->front->next;

        if (deque->front == **NULL**) {

            deque->rear = **NULL**;

        } else {

            deque->front->prev = **NULL**;

        }

**free**(temp);

    }

}

void **deleteRear**(**Deque**\* deque) {

    if (**isEmpty**(deque)) {

**printf**("UNDERFLOW\n");

    } else {

**node**\* temp = deque->rear;

        deque->rear = deque->rear->prev;

        if (deque->rear == **NULL**) {

            deque->front = **NULL**;

        } else {

            deque->rear->next = **NULL**;

        }

**free**(temp);

    }

}

void **display**(**Deque**\* deque) {

    if (**isEmpty**(deque)) {

**printf**("EMPTY QUEUE\n");

    } else {

**node**\* current = deque->front;

        while (current != **NULL**) {

**printf**("%d ", current->data);

            current = current->next;

        }

**printf**("\n");

    }

}

# Priority Queue:

## Implementation of Priority Queue:

struct **node**{

    int data;

    struct **node** \* next;

};

typedef struct **node** **node**;

struct **Queue**{

**node** \* front;

**node** \* rear;

};

typedef struct **Queue** **Queue**;

**Queue** \*\* **createPriorityQueue**(int size){

**Queue** \*\*pq = (**Queue** \*\*)**malloc**(sizeof(**Queue** \*) \* size);

    for (int i = 0; i < size; i++)

    {

        pq[i] = (**Queue** \*)**malloc**(sizeof(**Queue**));

        pq[i]->front = **NULL**;

        pq[i]->rear = **NULL**;

    }

    return pq;

}

void **enqueue**(**Queue** \*\*pq, int data, int priority){

**node** \*new = (**node** \*)**malloc**(sizeof(**node**));

    new->data = data;

    if (pq[priority]->front == **NULL** && pq[priority]->rear == **NULL**)

    {

        new->next = **NULL**;

        pq[priority]->front = new;

        pq[priority]->rear = new;

        return;

    }

    pq[priority]->rear->next = new;

    pq[priority]->rear = new;

    return;

}

int **dequeue**(**Queue** \*\*pq, int size){

    for(int i = 0; i < size; i++){

        if(pq[i]->front != **NULL**){

**node** \*temp = pq[i]->front;

            int data = temp->data;

            pq[i]->front = pq[i]->front->next;

**free**(temp);

            return data;

        }

    }

**printf**("EMPTY QUEUE\n");

    return -999999;

}

# Binary Search Trees:

## Implementation of BST with Arrays:

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

void **swap**(int\*l, int i, int j){

    int temp = l[i];

    l[i] = l[j];

    l[j] = temp;

}

int **power2**(int a){

    int i = 1;

    int j = 1;

    for(i;i<=a;i++){

        j \*= 2;

    }

    return j;

}

int **greater**(int a,int b){

    if(a>=b){

        return 1;

    }

    return 0;

}

void **insertElement**(int\* tree,int x){

    int i = 0;

    while(tree[i] != 0){

        if(**greater**(x,tree[i])) i = 2\*i + 2;

        else i = 2\*i + 1;

    }

    tree[i] = x;

}

void **insertElements**(int\* tree,int\* arr,int size){

    for(int i = 0;i<size;i++){

**insertElement**(tree,arr[i]);

    }

}

int\* **createBinaryTree**(int size){

    int max = **power2**(size);

    int\* tree = (int\*)**calloc**(max,sizeof(int));

    return tree;

}

int **numLevels**(int size){

    int i = 0;

    while(size != 0){

        size /= 2;

        i++;

    }

    return i;

}

*//traverse indorder the left subtree*

*//process root*

*//traverse indored the right subtree*

void **inorder**(int\* tree,int i){

    if(tree[2\*i+1] != 0) **inorder**(tree,2\*i+1);

**printf**("%d ",tree[i]);

    if(tree[2\*i+2] != 0) **inorder**(tree,2\*i+2);

}

*//traverse postdorder the left subtree+*

*//traverse postorder the right subtree*

*//process root*

void **postorder**(int\* tree,int i){

    if(tree[2\*i+1]) **postorder**(tree,2\*i+1);

    if(tree[2\*i+2]) **postorder**(tree,2\*i+2);

**printf**("%d ",tree[i]);

}

*//process root*

*//traverse predorder the left subtree*

*//traverse preorder the right subtree*

void **preorder**(int\* tree,int i){

**printf**("%d ",tree[i]);

    if(tree[2\*i+1]) **preorder**(tree,2\*i+1);

    if(tree[2\*i+2]) **preorder**(tree,2\*i+2);

}

int **searchNode**(int\* tree,int val){

    int i = 0;

    while(tree[i] != 0 && tree[i] != val){

        if(**greater**(val,tree[i])) i = 2\*i + 2;

        else i = 2\*i + 1;

    }

    if(tree[i] == val) return i;

    return -1;

}

## Implementation of BST with Linked Lists:

#include <stdlib.h>

#include <stdio.h>

#include <stdbool.h>

struct **node**{

    int data;

    struct **node**\* lc;

    struct **node**\* rc;

};

typedef struct **node** **node**;

enum **nodeType**{BOTH,LEFT,RIGHT,NONE};

enum **childType**{LC,RC,HEAD};

int **typeNode**(**node**\* tree){

    if(tree->lc && tree->rc) return BOTH;

    if(tree->lc) return LEFT;

    if(tree->rc) return RIGHT;

    return NONE;

}

**node**\* **createNode**(int val){

**node**\* newNode = (**node**\*)**malloc**(sizeof(**node**));

    newNode-> data = val;

    newNode-> lc = **NULL**;

    newNode->rc = **NULL**;

    return newNode;

}

**node**\* **emptyNode**(){

    return **createNode**(-1);

}

void **printNode**(**node**\* cur){

**printf**("%d\n",cur->data);

}

**node** \***insertNodeBST**(**node** \*tree,**node** \*newNode)

{

*//printf("test");*

    if (tree == **NULL**)

        return newNode;

    if (newNode->data < tree->data)

        tree->lc = **insertNodeBST**(tree->lc, newNode);

    else

        tree->rc = **insertNodeBST**(tree->rc, newNode);

    return tree;

}

**node** \***insertElement**(**node** \*tree,int val){

    return **insertNodeBST**(tree,**createNode**(val));

}

**node** \***insertElements**(**node**\* tree,int\* arr,int len){

    int i = 0;

    if(!tree) tree = **createNode**(arr[i++]);

    for(i;i<len;i++) tree = **insertElement**(tree,arr[i]);

    return tree;

}

**node** \***searchNode**(**node**\* tree,int val){

    if(tree->data == val) return tree;

    if(tree->lc) if(val < tree->data) return **searchNode**(tree->lc,val);

    if(tree->rc) if(val > tree->data) return **searchNode**(tree->rc,val);

    return **emptyNode**();

}

**node** \***searchParent**(**node**\* tree,int val,**node**\* parent){

    if(tree->data == val) return parent;

    if(tree->lc) if(val < tree->data) return **searchParent**(tree->lc,val,tree);

    if(tree->rc) if(val > tree->data) return **searchParent**(tree->rc,val,tree);

    return **emptyNode**();

}

int **typeChild**(**node**\* tree,int val){

**node**\* parent = **searchParent**(tree,val,tree);

    if(parent->data == val) return HEAD;

    if(val > parent->data) return RC;

    if(val < parent->data) return LC;

}

void **inorder**(**node**\* tree){

    if(tree->lc) **inorder**(tree->lc);

**printf**("%d ",tree->data);

    if(tree->rc) **inorder**(tree->rc);

}

void **inordernl**(**node**\* tree){

**inorder**(tree);

**printf**("\n");

}

int **nodeExists**(**node**\* cur){

    return cur->data != -1;

}

**node**\* **inorderSuccessor**(**node**\* cur){

**node**\* succ = cur;

    if(cur->rc) succ = cur->rc; else return succ;

    while(succ->lc) succ = succ->lc;

    return succ;

}

void **deleteNode**(**node**\* tree,int val){

**node**\* cur = **searchNode**(tree,val);

**node**\* parent = **searchParent**(tree,val,tree);

**node**\* temp;

    if(**typeNode**(cur) == NONE){

        if(**typeChild**(tree,val) == LC){

            parent->lc = **NULL**;

            return;

        }

        parent->rc = **NULL**;

    }

**node**\* child;

    if(**typeNode**(cur) == LEFT){

        child = cur->lc;

        if(**typeChild**(tree,val) == LC){

            parent->lc = child;

            return;

        }

        parent->rc = child;

    }

    if(**typeNode**(cur) == RIGHT){

        child = cur->rc;

        if(**typeChild**(tree,val) == LC){

            parent->lc = child;

            return;

        }

        parent->rc = child;

    }

    if(**typeNode**(cur) == BOTH){

        int temp = **inorderSuccessor**(cur)->data;

**deleteNode**(tree,temp);

        cur->data = temp;

    }

}

# Heaps:

## Implementation of Min Heap:

#include <stdlib.h>

#include <stdio.h>

#include <stdbool.h>

#define **left**(i) (2\*i+1)

#define **right**(i) (2\*i+2)

struct **heap**{

    int\* arr;

    int last;

};

typedef struct **heap** **heap**;

void **swap**(int\*l, int i, int j){

    int temp = l[i];

    l[i] = l[j];

    l[j] = temp;

}

void **percolateDown**(**heap**\* heap,int i){

    if(heap->arr[i]>heap->arr[**left**(i)] && heap->arr[i]>heap->arr[**right**(i)]) return;

    switch (heap->arr[**left**(i)]>heap->arr[**right**(i)])

    {

    case **true**:

**swap**(heap->arr,i,**left**(i));

**percolateDown**(heap,**left**(i));

        break;

    default:

**swap**(heap->arr,i,**right**(i));

**percolateDown**(heap,**right**(i));

        break;

    }

}

void **percolateUp**(**heap**\* heap,int i){

*// in correct position*

    int prevIndex = (i-1)/2;

    if(prevIndex < 0 ) return;

    if(heap->last <= 0) return;

    if(heap->arr[i] > heap->arr[prevIndex]) return;

**printf**("Hello World!\n");

**swap**(heap->arr,i,prevIndex);

    i = prevIndex;

**percolateUp**(heap,prevIndex);

}

void **insert**(**heap**\* heap,int val){

    heap->arr[heap->last] = val;

**percolateUp**(heap,heap->last);

    heap->last++;

}

**heap**\* **createHeap**(int size){

**heap**\* new = (**heap**\*)**malloc**(sizeof(**heap**));

    new->arr = (int\*) **calloc**(size,sizeof(int));

    new->last = 0;

    return new;

}

void **inorder**(**heap**\* heap,int i){

**printf**("%d %d\n",**left**(i),**right**(i));

    if(heap->arr[**left**(i)] != 0) **inorder**(heap,**left**(i));

**printf**("%d ",heap->arr[i]);

    if(heap->arr[**right**(i)] != 0) **inorder**(heap,**right**(i));

}

void **inordernl**(**heap**\* heap){

**inorder**(heap,0);

**printf**("\n");

}

int **extractMin**(**heap**\* heap){

    return heap->arr[0];

}

## Implementation of Max Heap:

#include <stdlib.h>

#include <stdio.h>

#include <stdbool.h>

#define **left**(i) (2\*i+1)

#define **right**(i) (2\*i+2)

struct **heap**{

    int\* arr;

    int last;

};

typedef struct **heap** **heap**;

void **swap**(int\*l, int i, int j){

    int temp = l[i];

    l[i] = l[j];

    l[j] = temp;

}

void **percolateDown**(**heap**\* heap,int i){

    if(heap->arr[i]<heap->arr[**left**(i)] && heap->arr[i]<heap->arr[**right**(i)]) return;

    switch (heap->arr[**left**(i)]<heap->arr[**right**(i)])

    {

    case **true**:

**swap**(heap->arr,i,**left**(i));

**percolateDown**(heap,**left**(i));

        break;

    default:

**swap**(heap->arr,i,**right**(i));

**percolateDown**(heap,**right**(i));

        break;

    }

}

void **percolateUp**(**heap**\* heap,int i){

*// in correct position*

    int prevIndex = (i-1)/2;

    if(prevIndex < 0 ) return;

    if(heap->last <= 0) return;

    if(heap->arr[i] < heap->arr[prevIndex]) return;

**printf**("Hello World!\n");

**swap**(heap->arr,i,prevIndex);

    i = prevIndex;

**percolateUp**(heap,prevIndex);

}

void **insert**(**heap**\* heap,int val){

    heap->arr[heap->last] = val;

**percolateUp**(heap,heap->last);

    heap->last++;

}

**heap**\* **createHeap**(int size){

**heap**\* new = (**heap**\*)**malloc**(sizeof(**heap**));

    new->arr = (int\*) **calloc**(size,sizeof(int));

    new->last = 0;

    return new;

}

void **inorder**(**heap**\* heap,int i){

**printf**("%d %d\n",**left**(i),**right**(i));

    if(heap->arr[**left**(i)] != 0) **inorder**(heap,**left**(i));

**printf**("%d ",heap->arr[i]);

    if(heap->arr[**right**(i)] != 0) **inorder**(heap,**right**(i));

}

void **inordernl**(**heap**\* heap){

**inorder**(heap,0);

**printf**("\n");

}

int **extractMax**(**heap**\* heap){

    return heap->arr[0];

}

## Heap Sort:

void **swap**(int\*l, int i, int j){

    int temp = l[i];

    l[i] = l[j];

    l[j] = temp;

}

void **percolateDown**(**heap**\* heap,int i){

    if(heap->arr[i]>heap->arr[**left**(i)] && heap->arr[i]>heap->arr[**right**(i)]) return;

    switch (heap->arr[**left**(i)]>heap->arr[**right**(i)])

    {

    case **true**:

**swap**(heap->arr,i,**left**(i));

**percolateDown**(heap,**left**(i));

        break;

    default:

**swap**(heap->arr,i,**right**(i));

**percolateDown**(heap,**right**(i));

        break;

    }

}

void **heapSort**(int\* arr, int size) {

    for (int i = size - 1; i > 0; i--) {

**swap**(arr, 0, i);

**percolateDown**(arr,i);

    }

}

# AVL Trees:

## Implementation of AVL Trees:

#include<stdio.h>

#include<stdlib.h>

#define **max**(a,b) ((a>b)?a:b)

struct **node**{

    int data;

    struct **node** \*lc;

    struct **node** \*rc;

    int height;

};

typedef struct **node** **node**;

int **height**(**node** \*N) {

    if (!N)

        return 0;

    return N->height;

}

**node**\* **newNode**(int data){

**node**\* new = (**node**\*)**malloc**(sizeof(**node**));

    new->data = data;

    new->lc = **NULL**;

    new->rc = **NULL**;

    new->height = 1;

    return(new);

}

**node** \***rightRotate**(**node** \*y) {

**node** \*x = y->lc;

**node** \*T2 = x->rc;

    x->rc = y;

    y->lc = T2;

    y->height = **max**(**height**(y->lc),**height**(y->rc)) + 1;

    x->height = **max**(**height**(x->lc),**height**(x->rc)) + 1;

    return x;

}

**node** \***leftRotate**(**node** \*x) {

**node** \*y = x->rc;

**node** \*T2 = y->lc;

    y->lc = x;

    x->rc = T2;

    x->height = **max**(**height**(x->lc), **height**(x->rc)) + 1;

    y->height = **max**(**height**(y->lc),**height**(y->rc)) + 1;

    return y;

}

int **getBalance**(**node** \*N){

    if (N == **NULL**)

        return 0;

    return **height**(N->lc) - **height**(N->rc);

}

**node**\* **insert**(**node**\* node, int data) {

    if (node == **NULL**)

        return(**newNode**(data));

    if (data < node->data)

        node->lc = **insert**(node->lc, data);

    else if (data > node->data)

        node->rc = **insert**(node->rc, data);

    else return node;

    node->height = 1 + **max**(**height**(node->lc), **height**(node->rc));

    int balance = **getBalance**(node);

*// Left Left Case*

    if (balance > 1 && data < node->lc->data) return **rightRotate**(node);

*// Right Right Case*

    if (balance < -1 && data > node->rc->data) return **leftRotate**(node);

*// Left Right Case*

    if (balance > 1 && data > node->lc->data) {

        node->lc = **leftRotate**(node->lc);

        return **rightRotate**(node);

    }

*// Right Left Case*

    if (balance < -1 && data < node->rc->data) {

        node->rc = **rightRotate**(node->rc);

        return **leftRotate**(node);

    }

    return node;

}

void **inorder**(**node**\* tree){

    if(tree->lc) **inorder**(tree->lc);

**printf**("%d ",tree->data);

    if(tree->rc) **inorder**(tree->rc);

}

void **inordernl**(**node**\* tree){

**inorder**(tree);

**printf**("\n");

}

# Expression Trees:

## Implementation of Expression Trees:

#include <stdio.h>

#include <stdlib.h>

struct **node** {

    char data;

    struct **node**\* lc;

    struct **node**\* rc;

};

typedef struct **node** **node**;

**node**\* **createNode**(char data) {

**node**\* new = (**node**\*)**malloc**(sizeof(**node**));

    new->data = data;

    new->lc = new->rc = **NULL**;

    return new;

}

int **isOperator**(char c){

    switch(c){

        case '+':

        case '-':

        case '\*':

        case '/':

            return 1;

        default:

            return 0;

    }

}

**node**\* **constructExpressionTree**(char postfix[]) {

    int i = 0;

**node**\* stack[100];

    int top = -1;

    while (postfix[i] != '\0') {

        char symbol = postfix[i];

        if (!**isOperator**(symbol)) {

            stack[++top] = **createNode**(symbol);

        } else {

**node**\* new = **createNode**(symbol);

            new->rc = stack[top--];

            new->lc = stack[top--];

            stack[++top] = new;

        }

        i++;

    }

    return stack[top];

}

int **evalExp**(**node**\* root) {

    if (root == **NULL**) {

        return 0;

    }

    if (!**isOperator**(root->data)) {

        return root->data - '0';

    } else {

        int leftValue = **evalExp**(root->lc);

        int rightValue = **evalExp**(root->rc);

        switch (root->data) {

            case '+':

                return leftValue + rightValue;

            case '-':

                return leftValue - rightValue;

            case '\*':

                return leftValue \* rightValue;

            case '/':

                if (rightValue != 0) {

                    return leftValue / rightValue;

                } else {

**printf**("Error: Division by zero.\n");

                }

            default:

**printf**("Error: Invalid operator.\n");

        }

    }

}

# Graphs:

## Implementation of Graphs:

#include <stdio.h>

#include <stdlib.h>

#include <stdbool.h>

struct **node**{

    int data;

    struct **node**\* prev;

    struct **node**\* next;

};

typedef struct **node** **node**;

void **printNode**(**node**\* obj){

**printf**("%d <-- %d --> %d\n",(obj->prev)->data,obj->data,(obj->next)->data);

}

**node**\* **getEnd**(**node**\* start){

**node**\* iter = start;

    while(1){

        if(iter->next == **NULL**){

            break;

        }

        iter = iter->next;

    }

    return iter;

}

**node**\* **insertAtEnd**(**node**\* start,int val){

**node**\* end = **getEnd**(start);

**node**\* new = (**node**\*)**malloc**(sizeof(**node**));

    end->next = new;

    new->prev = end;

    new->data = val;

    new->next = **NULL**;

    return new;

}

void **displayList**(**node**\* start){

**node**\* iter = start;

    while(1){

**printf**(" %d <-->",iter->data);

        if(iter->next == **NULL**){

**printf**(" NULL\n");

            break;

        }

        iter = iter->next;

    }

}

void **deleteNode**(**node**\* start,**node**\* toDelete){

**node**\* previous = toDelete->prev;

**node**\* nextobj = toDelete->next;

**printNode**(previous);

**printNode**(nextobj);

**free**(toDelete);

}

**node**\* **searchNode**(**node**\* start,int val){

    if(start == **NULL**) return **NULL**;

    if(start->data == val) return start;

**searchNode**(start->next,val);

}

**node**\* **createPath**(int val){

**node**\* new = (**node**\*)**malloc**(sizeof(**node**));

    new->prev = new->next = **NULL**;

    new->data = val;

    return new;

}

**node**\*\* **createAdjacencyList**(int numNodes){

**node**\*\* new = (**node**\*\*)**malloc**(sizeof(**node**\*)\*numNodes);

    for(int i = 0;i<numNodes;i++){

        new[i] = **createPath**(i);

    }

    return new;

}

void **addEdge**(**node**\*\* adjList,int source, int destination){

**insertAtEnd**(adjList[source],destination);

}

void **displayAdjlist**(**node**\*\* adjList,int numNodes){

    for(int i = 0;i<numNodes;i++){

**displayList**(adjList[i]);

    }

}

int **push**(int\* arr,int size,int top,int val){

    if(++top<=size){

        arr[top] = val;

        return top;

    }

**printf**("Stack Overflow\n");

    return top;

}

int **pop**(int\* arr,int\* top){

    if((\*top)<0){

**printf**("Stack Overflow");

        return \*top;

    }

    int temp = arr[\*top];

    (\*top)--;

    return temp;

}

void **bfs**(**node**\*\* adjList, int s){

**bool** visited[100];

    for (int i = 0; i < 100; i++) {

        visited[i] = **false**;

    }

    int queue[100];

    int front = 0, rear = 0;

    visited[s] = **true**;

    queue[rear++] = s;

    while (front != rear){

        int u = queue[++front];

**printf**("%d ", u);

        struct **node** \*temp = adjList[u];

        while (temp){

            if (!visited[temp->data]){

                queue[++rear] = temp->data;

                visited[temp->data] = 1;

            }

            temp = temp->next;

        }

    }

}

void **dfs**(struct **node** \*\*adjList,int start){

**bool** visited[100];

    int stack[100];

    int top = -1;

    stack[++top] = start;

    visited[start] = 1;

    while (top != -1){

        int u = stack[top--];

**printf**("%d ", u);

        struct **node** \*temp = adjList[u];

        while (temp){

            if (!visited[temp->data]){

                stack[++top] = temp->data;

                visited[temp->data] = 1;

            }

            temp = temp->next;

        }

    }

}

# Leetcode Problems:

## Univalued Binary Tree:

*/\*\**

*\* Definition for a binary tree struct TreeNode.*

*\* struct TreeNode {*

*\*     int val;*

*\*     struct TreeNode \*left;*

*\*     struct TreeNode \*right;*

*\* };*

*\*/*

*// bool isUnivalTree(struct TreeNode\* root) {*

*// }*

enum type{BOTH,LEFT,RIGHT,NONE};

int **typeNode**(struct TreeNode\* tree){

    if(tree->left && tree->right) return BOTH;

    if(tree->left) return LEFT;

    if(tree->right) return RIGHT;

    return NONE;

}

bool **isUnivalTree**(struct TreeNode\* tree){

    switch(**typeNode**(tree)){

        case BOTH:

            if((tree->val == tree->left->val)&&(tree->val == tree->right->val)){

                return **isUnivalTree**(tree->left) && **isUnivalTree**(tree->right);

            }

            else{

                return false;

            }

            break;

        case LEFT:

            if(tree->val == tree->left->val){

                return **isUnivalTree**(tree->left);

            }

            else{

                return false;

            }

            break;

        case RIGHT:

            if(tree->val == tree->right->val){

                return **isUnivalTree**(tree->right);

            }

            else{

                return false;

            }

            break;

        case NONE:

            return true;

        default:

            return true;

    }

}

## Kth Smallest Element in a BST:

*/\*\**

*\* Definition for a binary tree struct TreeNode.*

*\* struct TreeNode {*

*\*     int val;*

*\*     struct TreeNode \*left;*

*\*     struct TreeNode \*right;*

*\* };*

*\*/*

struct TreeNode\* **createNode**(int val){

    struct TreeNode\* newNode = (struct TreeNode\*)**malloc**(sizeof(struct TreeNode));

    newNode-> val = val;

    newNode-> left = NULL;

    newNode->right = NULL;

    return newNode;

}

struct TreeNode\* **emptyNode**(){

    return **createNode**(-1);

}

struct TreeNode \***searchNode**(struct TreeNode\* tree,int val){

    if(tree->val == val) return tree;

    if(tree->left) if(val < tree->val) return **searchNode**(tree->left,val);

    if(tree->right) if(val > tree->val) return **searchNode**(tree->right,val);

    return **emptyNode**();

}

struct TreeNode \***searchParent**(struct TreeNode\* tree,int val,struct TreeNode\* parent){

    if(tree->val == val) return parent;

    if(tree->left) if(val < tree->val) return **searchParent**(tree->left,val,tree);

    if(tree->right) if(val > tree->val) return **searchParent**(tree->right,val,tree);

    return **emptyNode**();

}

enum childType{LC,RC,HEAD};

int **typeChild**(struct TreeNode\* tree,int val){

    struct TreeNode\* parent = **searchParent**(tree,val,tree);

    if(parent->val == val) return HEAD;

    if(val > parent->val) return RC;

    if(val < parent->val) return LC;

    return -1;

}

struct TreeNode\* **inorderSuccessor**(struct TreeNode\* tree,struct TreeNode\* cur){

    struct TreeNode\* succ = cur;

    if(cur->right){

        succ = cur->right;

        while(succ->left) succ = succ->left;

        return succ;

    }

    int temp = succ->val;

    while(**typeChild**(tree,succ->val) != HEAD){

        succ = **searchParent**(tree,succ->val,tree);

        if(succ->val > temp) return succ;

    }

    return **searchNode**(tree,temp);

}

struct TreeNode\* **findMin**(struct TreeNode\* tree){

    if(tree->left) return **findMin**(tree->left);

    return tree;

}

int **kthSmallest**(struct TreeNode\* root, int k) {

    struct TreeNode\* smallest = **findMin**(root);

    struct TreeNode\* kthSmallestNode = smallest;

    for(int i = 0;i < k-1;i++){

        kthSmallestNode = **inorderSuccessor**(root,kthSmallestNode);

    }

    return kthSmallestNode->val;

}